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ABSTRACT
Expansion of computer science education in K-12 schools is driving the need for quality computer science teachers. Effective computer science teachers need both knowledge of computer science and pedagogical content knowledge (PCK), which includes an understanding of student misconceptions. In this study, by integrating an automated assessment system, we identified common misconceptions of Chinese middle school students in an introductory programming course. We found that students’ limited English ability and existing math knowledge contributed to their misconceptions in learning to program. We also noted that Chinese students with better English ability made fewer programming mistakes. This finding differs from previous studies on English speakers that found that students’ English ability had negative impacts on the learning of programming commands. Our results suggest that computer science teachers should integrate appropriate technology into instruction to support identifying and addressing specific student misconceptions. We recommend that teacher training programs in computer science pay attention to developing teachers’ technological pedagogical content knowledge (TPACK), the knowledge for effective teaching with technology.
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INTRODUCTION
With technological developments over the past few decades, computing technology has become ubiquitous in today’s world. Computer science, as an academic discipline, is receiving increasing attention of education researchers, policymakers, and practitioners (Webb et al., 2017). Computer science education for K-12 students has been expanding in many countries, such as the U.S. (Guzdial, 2016), the U.K. (Brown, Sentance, Crick, & Humphreys, 2014), New Zealand (Bell, Andreade, & Robins, 2014), and others. While such expansion aims to make computer science available to more students, a shortage of effective computer science teachers exists in many countries (Gal-ezer & Stephenson, 2014; Webb et al., 2017). Teacher educators are challenged to effectively prepare teachers of computer science to meet the growing demand.

An effective computer science teacher needs both knowledge of content and knowledge of how to teach (Hubwieser, Magenheim, Mühling, & Ruf, 2013; Shulman, 1986; Yadav, Berges, Sands, & Good, 2016). Content knowledge of a teacher is the knowledge about the subject matter. An effective computer science teacher needs to know fundamental theories of computer science, programming concepts and languages, common algorithms and data structures, and so forth. Teachers also possess pedagogical knowledge, a kind of content knowledge related to the aspects of the content most relevant to its teaching (Shulman, 1986). However, simply knowing content and pedagogy does not make a qualified teacher (Carlsen, 1999; Shulman, 1986). An effective teacher also must have pedagogical content knowledge (PCK), which blends both content and pedagogy and aims to make instructional content comprehensible to students (Shulman, 1987). PCK enables teachers to transform subject matter into a form that students can understand and is considered a crucial part of teachers’ professional competence (Hill, Ball, & Schilling, 2008; Hubwieser et al., 2013; Sadler, Sonnert, Coyle, Cook-Smith, & Miller, 2013).
Despite the importance of PCK, we have limited understanding of computer science teachers’ PCK, i.e. CS PCK (Saeli, Perrenet, Jochems, & Zwaneveld, 2011; Yadav et al., 2016). Nevertheless, researchers agree that teachers’ understanding of student misconceptions is a core component of PCK (Carlsen, 1999; Sadler et al., 2013; Saeli et al., 2011; Shulman, 1986). When Shulman (1986) proposed the notion of PCK, he pointed out that teachers should have “an understanding of what makes the learning of specific topics easy or difficult: the conceptions and preconceptions that students of different ages and backgrounds bring with them to the learning of those most frequently taught topics and lessons” (p. 9). In other words, an effective teacher needs to know what misconceptions students encounter and be able to tailor the instruction to students’ misconceptions and existing knowledge.

Unfortunately, computer science teachers often have limited or incorrect understanding of their students’ misconceptions (Brown & Altadmri, 2017; Guzdial, 2015). More importantly, their teaching experience may be ineffective in enhancing such understanding (Brown & Altadmri, 2017). Therefore, it is important to examine potential ways to develop computer science teachers’ understanding of student misconceptions. This paper reports on an exploratory study that investigated common misconceptions that students encountered in a middle-school level programming class by integrating a technology tool into instruction and examined factors that might contribute to those misconceptions. This paper also discusses the potential of technology for enhancing teachers’ understanding of student misconceptions in computer science.

STUDENT MISCONCEPTIONS IN INTRODUCTORY PROGRAMMING

In introductory-level computer science courses, computer programming is usually the core content (Guzdial, 2015). Learning to program is challenging, and students often exhibit a variety of misconceptions (Brown & Altadmri, 2017; Qian & Lehman, 2017; Sorva, 2013), which are students’ inadequate or inaccurate understandings of academic concepts (Smith, diSessa, & Roschelle, 1994; Taber, 2013). In the literature regarding student misconceptions in introductory programming, researchers have used various terms to describe student misconceptions, such as bugs, errors, difficulties, and mistakes (Qian & Lehman, 2017). We use the term misconception in this paper as it is broadly inclusive and widely used by researchers (Qian & Lehman, 2017; Sorva, 2015).

Many studies have identified student misconceptions in introductory programming. For example, some researchers have focused on cataloguing common compilation errors in student programs (Becker, 2016; Brown & Altadmri, 2017). A compilation error is an error in code that makes a program fail to be compiled prior to program execution. By analyzing millions of errors in students’ programs, Altadmri and Brown (2015) reported that the most frequent student error in Java programming was unbalanced parentheses, brackets, or quotation marks. In Java syntax, parentheses, brackets, and quotations marks are used in pairs, and students often omit one member of the pair or the other. Previous studies have also discussed student misconceptions not producing compilation errors (Qian & Lehman, 2017). Such misconceptions include misunderstandings of semantics and inappropriate use or lack of programming strategies (Clancy & Linn, 1999; Kolikant & Mussai, 2008). For instance, students often have difficulties in understanding complicated programming concepts such as classes and objects (Ragonis & Ben-Ari, 2005). Furthermore, novices often lack strategies for planning, composing, and debugging programs (Clancy & Linn, 1999; Lister, Simon, Thompson, Whalley, & Prasad, 2006) such as forgetting to consider boundary conditions and failing to locate errors in their programs (Fisler, Krishnamurthi, & Siegmund, 2016; Fitzgerald et al., 2008; McCauley et al., 2008). Some beginners even believe that a successfully compiled program means a correct solution even though it produces unexpected results (Kolikant & Mussai, 2008). While existing studies have captured common student misconceptions in introductory programming, most of these studies have focused on college students. Few studies have explored the programming misconceptions of middle school students.

According to the constructivist perspective, students’ prior knowledge significantly influences the construction of new knowledge and is a dominant source of misconceptions (Jonassen, 1991; Qian & Lehman, 2017; Smith et al., 1994). Students’ existing math knowledge is one factor that has been shown to contribute to misconceptions in
introduction programming (Clancy, 2004; Qian & Lehman, 2017). For example, students may fail to distinguish variables and variable operations in algebra and those in computer programming which are quite different (Clancy, 2004). On the other hand, students’ math ability is also considered as a key predictor of success in learning to program (Bennedsen & Caspersen, 2005). In other words, students’ prior math knowledge may have both positive and negative impacts on their learning of programming. Another factor that can interfere with the learning of programming constructs is students’ natural language (Bonar & Soloway, 1985; Bruckman & Edwards, 1999; Miller, 2014). Students often inappropriately link a word’s meaning in English with the same word in the programming language (Bonar & Soloway, 1985; Miller, 2014). As most programming languages are based on English, students’ English ability may have different impacts on misconceptions of English and non-English speakers. While prior research has investigated factors contributing to student misconceptions in learning to program, most of them have focused on English speakers. Limited research has examined the potential impact of non-English speakers’ English ability on their misconceptions in computer programming.

Moreover, student misconceptions in computer science are usually latent and difficult to detect (Sorva, 2013; Yadav et al., 2016). Computer science teachers often fail to accurately gauge novices’ difficulties because of their “expert blind spot” (Guzdial, 2015). Basically, experienced programmers often forget what it was like when they first began programming and so fail to see the mistakes novices make. Thus, exploring the potential of technology for improving teachers’ understanding of student misconceptions can be important. In computer science education, one widely used instructional tool is the automated assessment system (De-La-Fuente-Valentín, Pardo, & Delgado Kloos, 2013; Douce, Livingstone, & Orwell, 2005). An automated assessment system is a tool that can automatically evaluate the correctness of students’ programs by applying certain assessment techniques and algorithms. Such systems can reduce instructors’ evaluation workload and identify erroneous student solutions. The data collected by an automated assessment system can be a good resource for analyzing student errors. However, few studies have discussed the use of automated assessment systems for identifying common student misconceptions.

PURPOSE OF THE STUDY

The goal of this exploratory study was to identify common misconceptions that Chinese middle school students encountered in introductory programming by using an automated assessment system. As prior studies indicated that students’ math and English ability were two important factors that might affect their misconceptions in introductory programming, another focus of this study was to investigate the relationships between students’ programming misconceptions and their math and English ability. Based on the results, the potential of using technology to enhance computer science teachers’ understanding of student misconceptions is discussed. This study was guided by the following two research questions:

RQ1. What are common misconceptions held by Chinese middle school students in introductory programming?
RQ2. Are there any relationships between students’ programming misconceptions and their math and English ability?

METHODOLOGY

Subjects and Research Context

The research subjects in this study were a group of 33 middle school students (16 girls and 17 boys) from a city in East China. These students were in Grade 7, which is the first year of middle school in China. They took an introductory 14-week computer science course focused on Pascal programming. Students attended one 90-minute course block every week. Programming concepts covered in the course included Program Structure, Input and Output, Variables, Conditionals, Loops, and Functions. The programming environment used in the course was Dev-Pascal 1.9.2. Computer science was not a core course but was required for all the students in this middle school. None of the students in the study had taken any formal computing classes prior to this course. Students in this study had learned basics of algebra, which is often considered as a prerequisite of learning computer programming. For instance, they had learned how to solve linear equations and inequalities. English was taught as a required academic subject beginning in the 3rd grade in schools of the city. Thus, these students had had about four years’ experience in English.

In this study, the SangTian Programming Learning Environment (SPLE) was employed in the instruction to support the identification of student misconceptions. SPLE is an automated assessment system for learning Pascal programming and was designed by the course instructor (the first author). SPLE has a pool of 56 programming problems, which were presented in Chinese. Figure 1 presents a translated example problem. Each problem had several test cases, which were pairs of input data and expected output. To solve a problem in SPLE, a student had
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Reverse a Number

Given a two-digit number, write a program to reverse the digits of the number. For example, if the user enters 19, your program prints 91.

Example Test Case:
Input:
25
Output:
52

Figure 1. A Translated Example Problem in SPLE

In addition, SPLE was designed in a game-based way (see Figure 2 for the user interface). Each student created his or her own avatar in SPLE to solve problems. When a student solved a problem in SPLE, his or her avatar gained experience points. Every problem in SPLE had a difficulty level, which was from 1 (lowest) to 10 (highest). Solving a higher difficulty-level problem gave more experience points. When the student’s avatar accumulated enough experience points, higher difficulty-level problems would be unlocked, and the student could attempt the harder problems. As the course progressed, students could use the achievement system and the leaderboard to track their learning progress and compare their performance with others. Thus, the game-based design motivated students to solve more programming problems.

The use of SPLE in the instruction also benefited the instructor. In every class, the instructor presented several worked-out examples to demonstrate ways of applying the learned statements to solving problems. After the demonstration, the students would do individual practice and solve problems in SPLE. The instructor did not have to grade students’ solutions because SPLE assessed the solutions automatically. The instructor only needed to offer necessary help upon request. Moreover, the instructor could use the backend to track students’ learning progress. Hence, the instructor could focus on providing personalized support for students and enhancing the instructional design, rather than grading.
As an automated assessment system, SPLE collected all student solutions and output. These data were valuable for researchers to investigate students’ learning difficulties (e.g., misconceptions) and understand the evolution of students’ (mis)conceptions of certain programming concepts. In this study, students’ solutions and output were the data source for misconception analysis. As we also examined the relationships between students’ misconceptions and their math and English ability, we collected students’ academic scores in their math and English courses from the academic assessment department of the school as a proxy measure of students’ math and English ability. These scores were averages of each student’s scores on the formal exams in each subject. The maximum score for each subject was 100 points.

Data Analysis

Students’ incorrect solutions in SPLE were used to analyze their misconceptions. When the same error existed in different students’ solutions, these students might share common misconceptions. Hence, to identify common student misconceptions, the first step was to find common errors shared by different students. Two types of errors in students’ programs were analyzed: compilation errors and non-compilation errors. A compilation error is an error that makes a program fail to be compiled. When a student solution to a problem has no compilation errors but produces incorrect output, it means that this solution has non-compilation errors.

Compilation errors were not specific to the programming problems in SPLE but were mainly Pascal syntax errors and certain semantic errors associated with the incorrect use of programming constructs. In this study, a common compilation error was defined as an error that was identified in solutions of at least one-quarter of the students. In other words, when eight or more students had the same compilation error in their solutions, this compilation error was considered common. Students’ incorrect solutions that produced common compilation errors were further analyzed for evidence of specific misconceptions.

Non-compilation errors were problem-specific because they were the result of failing to apply appropriate programming knowledge and strategies to solve a given problem. However, non-compilation errors of different problems might share the same underlying student misconception. In this study, when a problem was solved by more than half of the students (>=17), but a quarter or more students who solved this problem shared the same non-compilation error, this error was defined as a common non-compilation error. The incorrect student solutions that produced these common non-compilation errors were analyzed for student misconceptions.

To answer RQ2, quantitative analysis was conducted. In the literature of computer science, no widely accepted measure of student misconceptions has been established, but some researchers have used the number of errors made by students as an approximate measure (see Becker 2016). In this study, every student’s error rate of solving problems in SPLE was calculated as an approximate measure of students’ programming misconceptions. When a student solved a problem, his or her error rate of this problem was the percentage of the incorrect solutions he or she submitted to solve this problem. For example, if Mike submitted 4 solutions (3 incorrect solutions and 1 correct solution) to solve problem X, his error rate of problem X was 75%. An overall error rate for each student was calculated as the mean of the error rates of all the problems he or she solved. Hence, when a student had a lower error rate, it indicated that he or she made fewer mistakes and might have fewer misconceptions. Correlations were computed to analyze relationships between students’ error rates and their academic performance in math and English. In addition, a stepwise regression analysis was used to identify significant factors that predicted the error rate. The significance levels for entering and removing a variable were set to .15 and .075 respectively, as recommended by Derksen and Keselman (1992).

RESULTS

RQ1: What are Common Misconceptions held by Chinese Middle School Students in Introductory Programming?

In total, the thirty-three students submitted 2380 solutions, of which 1293 solutions were incorrect. Among the incorrect solutions, 349 had compilation errors, and 944 had non-compilation errors. Ten common compilation errors and nine common non-compilation errors were identified (see Table 1 and 2). The two tables also present the programming concepts relevant to and the occurrence rates of these errors. For the occurrence rate of a compilation error, the numerator is the number of students who had the error, and the denominator is the sample size (33). For the occurrence rate of a non-compilation error, the numerator is the number of students who had the error, and the denominator is the number of students who solved the relevant problem. In addition, for non-compilation errors, the specific problems are included in the table. Details about these errors and the underlying student misconceptions are described and discussed in the following sections.
Table 1. Common Compilation Errors

<table>
<thead>
<tr>
<th>#</th>
<th>Error</th>
<th>Occurrence Rate</th>
<th>Relevant Concept</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>missing semicolon</td>
<td>22/33 (67%)</td>
<td>Program Structure</td>
</tr>
<tr>
<td>2</td>
<td>missing begin</td>
<td>16/33 (48%)</td>
<td>Program Structure</td>
</tr>
<tr>
<td>3</td>
<td>full stop error</td>
<td>8/33 (24%)</td>
<td>Program Structure</td>
</tr>
<tr>
<td>4</td>
<td>Chinese character error</td>
<td>15/33 (45%)</td>
<td>Program Structure</td>
</tr>
<tr>
<td>5</td>
<td>identifier not found</td>
<td>15/33 (45%)</td>
<td>Variables, Functions</td>
</tr>
<tr>
<td>6</td>
<td>illegal expression</td>
<td>14/33 (42%)</td>
<td>Variables</td>
</tr>
<tr>
<td>7</td>
<td>incompatible types</td>
<td>12/33 (36%)</td>
<td>Variables</td>
</tr>
<tr>
<td>8</td>
<td>colon issue</td>
<td>10/33 (30%)</td>
<td>Variables</td>
</tr>
<tr>
<td>9</td>
<td>mismatched parenthesis</td>
<td>9/33 (27%)</td>
<td>Program Structure, Variables</td>
</tr>
<tr>
<td>10</td>
<td>missing then</td>
<td>8/33 (24%)</td>
<td>Conditionals</td>
</tr>
</tbody>
</table>

Table 2. Common Non-Compilation Errors

<table>
<thead>
<tr>
<th>#</th>
<th>Error</th>
<th>Problem Title</th>
<th>Occurrence Rate</th>
<th>Relevant Concept</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>missing newline</td>
<td>Multiples of Three</td>
<td>11/24 (46%)</td>
<td>Output, Loops</td>
</tr>
<tr>
<td>2</td>
<td>missing newline</td>
<td>Natural Numbers II</td>
<td>14/26 (54%)</td>
<td>Output, Loops</td>
</tr>
<tr>
<td>3</td>
<td>missing newline</td>
<td>The Multiples of 7</td>
<td>6/19 (32%)</td>
<td>Output, Loops</td>
</tr>
<tr>
<td>4</td>
<td>missing newline</td>
<td>Stars</td>
<td>12/33 (36%)</td>
<td>Output, Loops</td>
</tr>
<tr>
<td>5</td>
<td>missing newline</td>
<td>Adding Numbers</td>
<td>8/27 (30%)</td>
<td>Output, Loops</td>
</tr>
<tr>
<td>6</td>
<td>infinite loop</td>
<td>Prime Factorization</td>
<td>5/20 (25%)</td>
<td>Loops</td>
</tr>
<tr>
<td>7</td>
<td>wrong output</td>
<td>Prime Factorization</td>
<td>5/20 (25%)</td>
<td>Output</td>
</tr>
<tr>
<td>8</td>
<td>missing output</td>
<td>Prime Factorization</td>
<td>6/20 (30%)</td>
<td>Output</td>
</tr>
<tr>
<td>9</td>
<td>wrong operation</td>
<td>Arithmetic Operations</td>
<td>7/28 (25%)</td>
<td>Variables</td>
</tr>
</tbody>
</table>

Common compilation errors and underlying misconceptions

Three common compilation errors were directly related to Pascal program structure, including **missing semicolon** (#1), **missing begin** (#2), and **full stop error** (#3). In Pascal programming, the semicolon is a necessary punctuation mark to terminate a statement. However, students often forgot to add semicolons, and missing semicolon was the most common compilation error in this study. In a correct Pascal program (see Figure 3), the main program block, which includes all the executable statements, should start with the keyword `begin` and end with the keyword `end;` with a full stop (.). Our analysis of student code showed that students often forgot to add the `begin` keyword when starting the main program block. Interestingly, while code blocks inside the main block should be enclosed within a pair of `begin` and `end` followed by a semicolon (`;`), students did not miss that `begin`. However, many of them confused “`end;`” with “`end;`,” and got the **full stop error**. The `end` keyword at the end of the main program block should be followed by a full stop (.), but many students used a semicolon or forgot to add the full stop. While the three errors appear to be different, the underlying misconception was the same: students’ deficient understanding of Pascal program structure. It is not surprising that these novices often forgot necessary punctuation or structure keywords as the Pascal syntax was new to them.

The **Chinese character error** (#4) was also related to program structure, but it was caused by the use of Chinese punctuation. Pascal is an English-based programming language and requires English punctuation. However, when the Chinese students in this study typed their code, they sometimes mistakenly used Chinese punctuation. Chinese punctuation symbols such as : ; . (respectively a colon, a semicolon, a full stop, a pair of parentheses) look almost identical to the English equivalents but are not recognized by the compiler. Therefore, it was difficult for these Chinese middle school students to enter proper punctuation in their programs. This was a special challenge for Chinese students.

In Pascal, an identifier is a sequence of characters that represents the name of a variable, a function, and so forth. The **identifier not found** (#5) error occurs when an identifier such a variable name or a function name cannot be found. After analyzing students’ code, we found that the major source of this error was failing to declare variables before using them. In Pascal, variable declaration using the `var` keyword is required before a variable can be used (see line 2 in Figure 3); however, students in this study often failed to do this. Another source of the **identifier not found** error was misspelling the identifiers. For example, one student declared the variable `sum` but then spelled it `sun` in the code. Some students also failed to correctly spell built-in functions. For example, the function `writeln`, which means “write a line on the screen”, was misspelled as `writein` by some students. The function `sqrt` calculates the square root of a number, but one student spelled it as `srt`. Because these Chinese students might not know the English meaning of the identifiers, correct spelling was a special challenge for them.
The errors illegal expression (#6), incompatible types (#7), and colon issue (#8) were related to variables and variable operations. An illegal expression is an expression that Pascal cannot understand. In Pascal, the assignment operator is a colon and an equals sign (:=), and a single equals sign (=) is the equality operator that checks whether the values of two operands are equal. However, many students failed to distinguish the two operators. For example, one student tried to use this expression

\[ p = \frac{a+b+c}{2}; \]

but he got the illegal expression error because he used the equality operator rather than the assignment operator. One student wrote this expression

\[ 2c := (a+b)*(b-a+1); \]

in her code and thought the value of \( c \) would be calculated automatically by Pascal. However, this was an illegal expression because \( 2c \), while an acceptable expression in math, is not a valid expression in Pascal. The incompatible types error occurs when the programmer tries to assign a value to a variable with a different data type or perform operations that are not allowed by the variable type. For example, the result of division (/) in Pascal is a real type (real number), but students in this study often tried to assign the real value to an integer variable. The mismatched parenthesis (#9) error seems to be straightforward, but our analysis of students’ code indicated that most of the time it was caused by illegal expressions in parenthesis rather than missing parentheses. Code pieces like

\[ \text{writeln}(2+3a); \]
\[ \text{readln}(a’’b’’c); \]

were invalid in Pascal, and because the Pascal compiler could not interpret the code after the open parenthesis it failed to “see” the closing parenthesis and produced the mismatched parenthesis error. The missing then (#10) error was caused by similar issues. Here are two examples of student code that produced this error: (1) \( (a>b), (b>c) \) then; (2) \( b \mod a = 0 \) then. In the first example, the comma (,) was an illegal operator; a Boolean and operator should be used instead. In the second example, the assignment operator (=) should be replaced by the equality operator (=). Because of the incorrect use of operators, the Pascal compiler reported the keyword then was missing. In summary, these two errors resulted from a variety of student misconceptions, including problematic knowledge of the program structure, confusion between math and programming expressions, and misunderstandings of operator meanings.

**Common non-compilation errors and underlying misconceptions**

Among the nine common non-compilation errors, five were the same missing newline error. When solving problems in SPLE, students were required to have a newline at the end of the output of their programs. This rule was easy to implement by using the built-in function `writeln`. We found that all five problems with the missing newline error were among the first several Loops problems. The loop construct is often considered challenging to beginners. When students in this study started to solve loops-related problems, they might have experienced high cognitive load (Sweller, 1988) and forgot the newline requirement. Thus, this error did not frequently occur until students started to use the loop constructs. The underlying problem here probably was not students’ flawed
understanding of the output construct but rather their insufficient awareness or misunderstandings of loops in Pascal programming.

Three common non-compilation errors were related to the problem Prime Factorization. Two of them, wrong output and missing output, were related to the concept Output. This problem asked students to write a program to perform prime factorization of a number \( n \) and present the results like \( 180 = 2 \times 2 \times 3 \times 3 \times 5 \). The number \( n \) is a variable, and the user will enter its value. A quarter of the students who solved this problem directly output the character “\( n \)” instead of the value of \( n \) and got the wrong output error. Six students forgot to output the value of \( n \) and the equals sign and got the missing output error. The other error was the infinite loop error. Because nested loops were used to solve this problem, these novices had difficulty distinguishing the loop variables of the inner and outer loop. As a result, it is not surprising that infinite loops existed in some of the programs. While the three errors seemed to be unrelated, they probably were all due to students’ difficulties in understanding and applying nested loops. When the nested loops were incorrectly constructed, students made an infinite loop. When the nested loops were successfully handled, students failed to manage the output statement.

Another common non-compilation error was related to variable operations. The Arithmetic Operations problem asked students to write a program that reads two integers from the user and outputs the expressions of the four basic arithmetic operations of the two integers. For the division, this problem requires integer division, which means only presenting the integer quotient. For example, if the two numbers are 10 and 4, for the arithmetic operation division, a correct solution should output \( 10/4 = 2 \), rather than \( 10/4 = 2.5 \). However, seven students output the decimal places and made a wrong operation error. In Pascal, the operator \( \text{div} \) is designed for integer division. As this special operator does not exist in math, students had difficulty using it as necessary. This error again was related to the student misconception resulting from confusing variables and variable operations in math and programming.

RQ2: Are there any Relationships between Students’ Programming Misconceptions and their Math and English Ability?

Correlations between students’ error rate and their academic scores in math and English were computed (see Table 3). Students’ error rate in the programming course significantly correlated with their academic performance in math \( (r = -0.39, p < 0.05) \) and English \( (r = -0.49, p < 0.01) \). In other words, students with better English or math ability made fewer errors in their programs.

To further understand the relationships, a stepwise regression analysis was conducted to examine important factors to predict students’ error rate (see Table 4 for summaries). The results of the stepwise regression indicated that students’ English score significantly predicted the error rate, \( \beta = -0.49, p < 0.01 \), and the best model had only the English score as the predictor, \( R^2 = 0.24 \), \( F(1, 31) = 9.87, p < 0.01 \). The results suggest that when the English ability of Chinese students is considered, their math ability becomes unimportant for explaining their programming misconceptions. In other words, for Chinese students, better English ability, rather than math ability, may help to reduce their misconceptions in learning to program.

Table 3. Correlations between Error Rate and Academic Performance (N = 33)

<table>
<thead>
<tr>
<th></th>
<th>Error Rate</th>
<th>Math</th>
<th>English</th>
</tr>
</thead>
<tbody>
<tr>
<td>Error Rate</td>
<td>-</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Math</td>
<td>-0.39*</td>
<td></td>
<td></td>
</tr>
<tr>
<td>English</td>
<td>-0.49**</td>
<td>0.47**</td>
<td></td>
</tr>
</tbody>
</table>

Note: * \( p < 0.05 \). ** \( p < 0.01 \)
DISCUSSION

Student Misconceptions in Computer Science

This study identified common student misconceptions in computer science using thousands of incorrect programs of a group of Chinese middle school students. Some misconceptions identified have also been reported in previous studies. For example, students’ deficient understanding of the program structure (e.g., missing semicolon and mismatched parenthesis) has been found to be the most common student misconception in previous studies (Altadmri & Brown, 2015; Becker, 2016). Using an advanced programming environment that supports identifying syntax errors and/or providing novice-friendly error messages can help to address this misconception (Becker, 2016; Qian & Lehman, 2017). In addition, students’ confusion between their math knowledge and programming knowledge was also noted as a common misconception in prior research (Clancy, 2004; Qian & Lehman, 2017). Explicitly teaching the differences between variables and variable operations in computer programming and math may help to ameliorate the problem. For example, using the cognitive conflict strategy, which explicitly presents details of the new knowledge that conflicts students’ existing knowledge, can be an effective way to challenge students’ misconceptions and promote conceptual change (Ma, Ferguson, Roper, & Wood, 2011).

On the other hand, our study identified special difficulties experienced by Chinese students. Our results suggest that Chinese students may have misconceptions related to their limited English ability. In this study, the programming language was English-based, but the students had limited English ability. While English was taught as an academic subject beginning in the 3rd grade in schools of that city, so the students had had four years’ experience in English, these students may not have understood all the English words in the programming language and environment. They often misspelled identifiers and had difficulties understanding the English-based programming commands. Another interesting finding was students’ inappropriate use of Chinese punctuation in their code. While English learners will not have such problems, the Chinese punctuation issue occurred repeatedly in these Chinese students’ programs and was difficult to debug because the symbols look nearly identical to their English equivalents. The results of our study suggest that limited English ability may lead to certain difficulties in learning programming for non-English speakers using an English-based programming language. The results of the quantitative analysis also support this argument. Our results showed that students with better English ability made fewer mistakes in programming. While their math ability was also correlated with their programming error rate, only the English ability of these Chinese students was important for explaining the variance of the error rate in the regression model.

This finding conflicts with the results of previous studies on English speakers that found that students’ natural language may have negative impacts on the learning of programming commands (Bruckman & Edwards, 1999; Miller, 2014). For instance, students who are English speakers often inappropriately link a word’s meaning in natural language with the same word in the programming language (Bonar & Soloway, 1985; Miller, 2014). Students may believe that the value of the variable “smaller” is always smaller than the value of the variable “larger” even

### Table 4. Summaries of the Models and Stepwise Selection

<table>
<thead>
<tr>
<th>a. Summary of Model with Math and English Scores</th>
</tr>
</thead>
<tbody>
<tr>
<td>Variable</td>
</tr>
<tr>
<td>Intercept</td>
</tr>
<tr>
<td>Math</td>
</tr>
<tr>
<td>English</td>
</tr>
<tr>
<td>$R^2$</td>
</tr>
<tr>
<td>F</td>
</tr>
</tbody>
</table>

Note. * $p < .05$. ** $p < .01$

<table>
<thead>
<tr>
<th>b. Summary of Model with English Score</th>
</tr>
</thead>
<tbody>
<tr>
<td>Variable</td>
</tr>
<tr>
<td>Intercept</td>
</tr>
<tr>
<td>English</td>
</tr>
<tr>
<td>$R^2$</td>
</tr>
<tr>
<td>F</td>
</tr>
</tbody>
</table>

Note. ** $p < .01$

<table>
<thead>
<tr>
<th>c. Stepwise Selection Summary</th>
</tr>
</thead>
<tbody>
<tr>
<td>Step</td>
</tr>
<tr>
<td>1</td>
</tr>
</tbody>
</table>

Note. RMSE: Root Mean Square Error
common misconceptions were not addressed by this study. This study identified common student misconceptions students' math and English ability might not be tested and measured in those academic exams. Third, certain English courses as a proxy measure of students' math and English ability might not be accurate. Some aspects of immediate feedback using an intelligent tutoring system may help to address students' misconceptions in a timely manner. Online Python Tutor (Guo, 2013) can illustrate program execution for students. As certain student misconceptions in computer science are caused by students' misunderstandings of code execution (Sorva, Karavirta, & Malmi, 2013), illustrating the steps of how a program executes may help to address misconceptions. In addition, an intelligent tutoring system, which can provide corrective feedback when students have mistakes in their solutions, is another useful tool (Gerdes, Heeren, Jeuring, & van Binsbergen, 2017; Rivers & Koedinger, 2017). Providing immediate feedback using an intelligent tutoring system may help to address students' misconceptions in a timely manner.

While technology tools have the potential to improve computer science teachers' PCK, effective teaching with technology requires technological knowledge (Koehler & Mishra, 2009). By adding the technology dimension to PCK, Mishra and Koehler (2006) proposed the notion of technological pedagogical content knowledge, which is now called TPACK (Koehler & Mishra, 2009). TPACK is the knowledge about how to effectively use technology in a specific teaching context to improve teaching. In other words, teachers' technological knowledge should not be independent of pedagogy or content but should be connected to content-specific pedagogy (Graham, 2011). Hence, it is important for computer science teacher training programs to consider developing teachers' TPACK. Nowadays, teachers' TPACK is considered as a core competency in disciplines such as mathematics and science and has been investigated by many researchers (Alrwashed, Alkandari, & Alhashem, 2017; Gonzalez & Gonzalez-Ruiz, 2017; Jang & Chen, 2010; Schmidt et al., 2009). However, in computer science education, more research is needed to examine teachers' TPACK.

**Potential of Technology for Enhancing Computer Science Teachers' Understanding of Student Misconceptions**

While knowledge of student misconceptions is a key part of a teacher's PCK, computer science teachers often show a weak understanding of student misconceptions, and their teaching experience may not help to enhance that understanding (Brown & Altadmri, 2017; Guzdial, 2015). On the one hand, the “expert blind spot” often prevents computer science teachers from precisely evaluating the difficulties faced by their students (Guzdial, 2015). On the other hand, most misconceptions in computer science are latent and may not be observed during traditional instruction (Sorva, 2013; Yadav et al., 2016). In this study, an automated assessment system was integrated into instruction to support identifying common student misconceptions. By using the data in the system and applying a simple misconception-identification algorithm, common misconceptions of this group of Chinese middle school students were captured. Currently, the automated assessment system used in this study, SPLE, can identify difficult problems (e.g., problems with high error rates), track students’ learning progress (e.g., the number of solved problems, error rates, etc.), and also collect all student data (e.g., students’ solutions to problems). The identification of common student misconceptions is not automatic, and this study relied on the researchers to gather and examine the data using the procedures described in the Methodology section. Future research of SPLE will focus on making the misconception identification automated and developing components that can track the evolution of students’ (mis)conceptions of certain programming concepts by comparing successive versions of solutions to one problem developed by one particular student. When an automated assessment system has these functionalities built-in, it can not only help computer science teachers develop better understanding of student misconceptions but also provide support for improving instructional design.

In addition to automated assessment systems, researchers of computer science education have developed other types of technology tools to support teaching computer science. For example, code visualization tools such as Online Python Tutor (Guo, 2013) can illustrate program execution for students. As certain student misconceptions in computer science are caused by students' misunderstandings of code execution (Sorva, Karavirta, & Malmi, 2013), illustrating the steps of how a program executes may help to address misconceptions. In addition, an intelligent tutoring system, which can provide corrective feedback when students have mistakes in their solutions, is another useful tool (Gerdes, Heeren, Jeuring, & van Binsbergen, 2017; Rivers & Koedinger, 2017). Providing immediate feedback using an intelligent tutoring system may help to address students’ misconceptions in a timely manner.

While technology tools have the potential to improve computer science teachers' PCK, effective teaching with technology requires technological knowledge (Koehler & Mishra, 2009). By adding the technology dimension to PCK, Mishra and Koehler (2006) proposed the notion of technological pedagogical content knowledge, which is now called TPACK (Koehler & Mishra, 2009). TPACK is the knowledge about how to effectively use technology in a specific teaching context to improve teaching. In other words, teachers’ technological knowledge should not be independent of pedagogy or content but should be connected to content-specific pedagogy (Graham, 2011). Hence, it is important for computer science teacher training programs to consider developing teachers' TPACK. Nowadays, teachers' TPACK is considered as a core competency in disciplines such as mathematics and science and has been investigated by many researchers (Alrwashed, Alkandari, & Alhashem, 2017; Gonzalez & Gonzalez-Ruiz, 2017; Jang & Chen, 2010; Schmidt et al., 2009). However, in computer science education, more research is needed to examine teachers’ TPACK.

**Limitations**

While this study found useful results, it has several limitations. For one, the student sample used in this study may have threats to validity of the results. These middle school students were from one city in East China, and the sample size was relatively small. Hence, they may not be representative of the general population of middle school students learning introductory programming. Second, the use of students’ academic scores in their math and English courses as a proxy measure of students’ math and English ability might not be accurate. Some aspects of students’ math and English ability might not be tested and measured in those academic exams. Third, certain common misconceptions were not addressed by this study. This study identified common student misconceptions
using the data collected by SPLE. However, the problems in SPLE do not cover all the concepts of Pascal programming. For instance, students were not required to construct their own procedures or functions to solve problems in SPLE. Thus, their misconceptions related to Pascal procedures and functions may be ignored by this study. Finally, in this study, the course and problems were all based on Pascal, and thus findings may not generalize to other programming languages.

CONCLUSION

With the expansion of computer science education in K-12 schools, the need for quality computer science teachers is increasing. An effective computer science teacher needs to have both the knowledge of computer science and PCK. One core component of teachers’ PCK is the understanding of student misconceptions. In this study, by integrating the SPLE system, we identified the common programming misconceptions of a group of Chinese middle school students. We found that students’ limited English ability and existing math knowledge contributed to their misconceptions in learning to program. We also noted that students with better English ability made fewer mistakes in their programs. Computer science teachers need to be cognizant of these relationships and tailor their instruction to help students who may have difficulties caused by math knowledge and/or limited English ability.

Our results suggest that appropriate technology integration is able to enhance computer science teachers’ PCK. Hence, training computer science teachers to use technology tools to support their teaching can be a potential way to produce more quality teachers. We recommend that teacher training programs in computer science pay attention to developing teachers’ TPACK, which is the knowledge for effective teaching with technology. More research is needed to investigate computer science teachers’ TPACK.
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